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Towards Relational Contextual Equality Saturation
TYLER HOU, UC Berkeley, USA

SHADAJ LADDAD, UC Berkeley, USA
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Equality saturation is a powerful technique for program optimization. Contextual equality saturation extends

this to support rewrite rules that are conditioned on where a term appears in an expression. Existing work

has brought contextual reasoning to egg; in this paper, we share our ongoing work to extend this to relational

equality saturation in egglog. We summarize the existing approaches to contextual equality saturation, outline

its main applications, and identify key challenges in combining this approach with relational models.

Additional Key Words and Phrases: e-graphs, program analysis, query optimization

1 INTRODUCTION
In recent years there as been a surge of interest in using equality saturation to optimize programs

[10]. Equality saturation is an optimization technique which repeatedly applies rewrite rules to

an program. These rewrite rules add equalities between (sub)terms of the expression to a data

structure called an e-graph. The e-graph represents a possibly-infinite set programs equivalent to

the original program. Finally, an optimized program can be extracted from the e-graph.

However, existing equality saturation tools like egg [11] and egglog [12] do not natively support

contextual equalities. Contextual equalities are equalities between terms that are valid in some

subgraph, but may not be valid in general. For example, consider the ternary 𝑥 == 2 ? (𝑥 × 𝑦) : 𝑦.
Under the then branch of the ternary, the condition 𝑥 == 2 is satisfied, so an optimizer could

replace the multiplication with a bitshift, producing an optimized expression 𝑥 == 2 ? (𝑦 ≫ 1) : 𝑦.
However, equating the term 𝑥 × 𝑦 with 𝑦 ≫ 1 in general is not valid, because 𝑥 × 𝑦 may appear in

some other term where the condition is not satisfied.

Reasoning under contexts is necessary inmany program optimizers to achieve better performance.

For example, by applying context-aware optimizations to circuit design, an RTL optimization tool

reduced circuit area by 41% and delay by 33% [1]. In addition, reasoning about contextual properties

like sort order is critical for dataflow optimization and relational query optimization [4, 8].

2 EXISTING APPROACHES
There have been various approaches to support contextual reasoning in equality saturation frame-

works. The authors of the RTL optimization tool encoded contextual reasoning in egg by adding

ASSUME(x, c) e-nodes to the e-graph, where x is the expression to be optimized, and c is a set of

expressions which represent known constraints [1]. Auxiliary rewrite rules “push down” ASSUME
e-nodes into the expression tree, adding additional constraints when appropriate. Finally, after

ASSUME e-nodes have been pushed down sufficiently far, domain-specific rules rewrite them into

more efficient terms using the constraints. However, the main limitation of this approach is that

these “extra” ASSUME e-nodes significantly expand the size of the e-graph, harming performance. In

their tool, optimization of a floating point subtactor took 22 minutes, with the majority of time

spent in e-graph expansion [1].

An alternative to adding explicit ASSUME e-nodes into the e-graph is to annotate e-classes with

the contexts that they appear in via a top-down analysis. Then, a contextual rewrite rule can

“copy” the contextual subgraph, replacing subterms that can be contextually rewritten with their

equivalents [2]. However, this approach can also substantially expand the e-graph: to avoid false

Authors’ addresses: Tyler Hou, UC Berkeley, , USA, tylerhou@berkeley.edu; Shadaj Laddad, UC Berkeley, , USA, shadaj@cs.

berkeley.edu; Joseph M. Hellerstein, UC Berkeley, , USA, hellerstein@cs.berkeley.edu.
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equalities, such a rewrite must make independent copies of all contextually-rewritten e-classes and

their ancestors, up to and including the “source” of the context. When multiple contexts are nested,

this can again lead to a combinatorial explosion of the e-graph size. Finally, copying the e-graph

also makes it more expensive to apply context insensitive rewrites – such rewrites may have to

match all copied subgraphs since they are no longer related to the original subgraph.

A promising approach for efficiently supporting contextual equalities are colored e-graphs [9].

Instead of adding new e-nodes to the e-graph, colored e-graphs support multiple equivalence

relations: a base equivalence relation represents equalities that apply in every context, and context-

sensitive, colored equivalences are layered on top of the base relation. These layered relations can

be thought of “shallow” copies of the base relation. This approach has two advantages: first, it

saves memory because context-sensitive rewrites typically add relatively few equivalences on top

of the base equivalence. Second, when additional base equivalences are found, the context-sensitive

equivalence relations can be efficiently updated. However, one limitation of the colored e-graph

work is that it targets the egg library, which implements non-relational e-matching.

3 CASE STUDIES
To better understand the space of applications that can benefit from contextual equality saturation,

we explore three case studies from a range of optimization domains.

3.1 RelationalQuery Optimization
Database engines work by translating user-provided queries (often in SQL) down to a query plan,

then repeatedly applying rewrite rules to find more efficient plans. For example, consider the SQL

query in Fig. 1, which finds all nodes reachable in a path of exactly three steps from a source node

with id 100. The initial plan uses merge joins, which is reasonable if we assume that the relations

are sorted or indexed on the join columns. But there is room for improvement, since the selection

𝜎 l.source=100 can be pushed down past the joins. The left side of Fig. 2 shows a plan where 𝜎 l.source=100

has been pushed down as far as possible. This optimization can be discovered through equality

saturation with a rewrite rule that appropriately commutes selections with joins.

SELECT r.target

FROM edges AS l

JOIN edges AS m ON l.target = m.source

JOIN edges AS r ON m.target = r.source

WHERE l.source = 100;

𝜋r.target

𝜎l.source=100

merge ⊲⊳m.target=r.source

merge ⊲⊳ l.target=m.source

𝜌 l/e (e) 𝜌m/e (e)

𝜌 r/e (e)

Fig. 1. An example SQL query searching for paths of length three and its corresponding initial query plan.

However, such a plan may still not be optimal; after selection, the inputs to the bottom join may

be relatively small. If relations are small and fit in memory, then it may be more efficient to hash

join them. Thus, we would like to replace the merge join merge ⊲⊳ l.target=m.source with a hash join

hash ⊲⊳ l.target=m.source. But unconditionally rewriting merge joins to hash joins is not valid—merge

joins preserve sort order, but hash joins do not. For example, if a merge join 𝐽 is being fed to an

operator which requires that its inputs be sorted (e.g. another merge join, as in the left plan in

Fig. 2, or a non-commutative aggregation), it is not valid to replace 𝐽 with a hash join.
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Towards Relational Contextual Equality Saturation 3

𝜋r.target

merge ⊲⊳m.target=r.source

merge ⊲⊳ l.target=m.source

𝜎l.source=100

𝜌 l/e (e)

𝜌m/e (e)

𝜌 r/e (e)

𝜋r.target

merge ⊲⊳m.target=r.source

sortm.target

hash ⊲⊳ l.target=m.source

𝜎l.source=100

𝜌 l/e (e)

𝜌m/e (e)

𝜌 r/e (e)

Fig. 2. Optimized versions of the default query plan in Fig. 1. In the left plan, the selection on l.source = 100

has been pushed down past the joins. In the right plan, the bottom merge join on l and m has been replaced
with a hash join; a sort has been added above to enforce that the inputs to the top merge join are sorted.

It is not difficult to fix this though: we can add a sort enforcer [5] underneath the top merge join

that sorts its left input on the m.target column. Underneath the sort enforcer, it is contextually valid
to rewrite merge joins to hash joins, because all sub-plans will be eventually sorted on the m.target

column. The right hand query plan in Fig. 2 shows the query plan with the sort enforcer added and

bottom merge join replaced with a hash join.

More generally, in database query optimization, query (sub-)plans must often satisfy certain

physical properties, because their outputs are fed to consumers who rely on those physical properties

[5]. Physical properties include sort order, partitioning, and data location. In general, valid rewrites

must preserve physical properties. However, in certain contexts, like underneath a sort enforcer,

additional rewrites that “break” physical properties become valid, because those physical properties

will be re-established by the enforcer.

3.2 Simplifying Conditionals
As shown in the introduction, contextual equality saturation can also be used to discover rewrites

for conditional statements. The ternary 𝑥 == 2 ? (𝑥 × 𝑦) : 𝑦 can be rewritten to the ternary

𝑥 == 2 ? (𝑦 ≫ 1) : 𝑦, since under the if branch of the ternary, we know that 𝑥 == 2, which yields

the chain of equalities 𝑥 × 𝑦 ≡ 2 × 𝑦 ≡ 𝑦 ≫ 2.

But not only can contextual equality saturation reason under conditionals, in some circumstances,

it can remove conditional statements entirely. Consider another ternary (𝑎 > 𝑏) ? (𝑎 > 𝑏) : (𝑎 ≤ 𝑏).
With contextual equivalences, one might reason:

(1) Under the then branch of the ternary, we have the additional equivalence 𝑎 > 𝑏 ≡ true.

Hence, the e-class inside the then branch contains the terms {𝑎 > 𝑏, true}.
(2) Under the then branch of the ternary, we have the additional equivalence ¬(𝑎 > 𝑏) ≡ true.

Another (general) rewrite rule could rewrite ¬(𝑎 > 𝑏) ≡ 𝑏 ≤ 𝑎, so, by transitivity, 𝑏 ≤ 𝑎 ≡
true. The e-class inside the else branch would contain the terms {¬(𝑎 > 𝑏), true, 𝑏 ≤ 𝑎}.

(3) An “intersecting” rule says if the bodies of both branches is equivalent to some term 𝑡 ,

then the entire ternary is equivalent to 𝑡 . That is, because both the e-classes for the then
branch and the else branch contain the term true, then the entire ternary is equivalent to

true:

(
(𝑎 > 𝑏) ? (𝑎 > 𝑏) : (𝑎 ≤ 𝑏)

)
≡ true. (This rule is corresponds to the “disjunction

elimination” or “proof by cases” inference rule in propositional logic [9].)
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4 Tyler Hou, Shadaj Laddad, and Joseph M. Hellerstein

We note that step 3 “converts” contextual equivalences within the branches of the ternary into

context-insensitive equivalences by taking the “intersection” of two equivalence relations. In order

to support such reasoning, a contextual equality saturation framework needs to let a user write

rules that can refer to and manipulate (contextual) equivalence relations.

3.3 Lambda application
Finally, we show an example where contextual reasoning can simplify the body of a lambda

application. This type of contextual reasoning is similar to conditional simplification, except has

one additional complication. Consider the lambda application (𝜆𝑥.𝑥 + 1)2. We want to show that

the entire term is equal to 3. Because 2 is applied to 𝜆𝑥 .𝑥 + 1, we can contextually equate 𝑥 ≡ 2

within the body of the lambda. Then, using a context-insensitive rewrite rule 2 + 1 ≡ 3, we can

transitively find the equivalence 𝑥 + 1 ≡ 3, inside the lambda body. This means that the entire

lambda application (𝜆𝑥.𝑥 + 1)2 ≡ (𝜆𝑥.3)2.
Here is the complication: we want to simplify the entire lambda application to 3, but so far we

have only simplified the body. Just like in conditional rewriting, how might we “convert” contextual

equivalences on the body to context-insensitive equivalences on the entire application? One might

suggest the following (incorrect) rule: if the lambda body is equal to a term 𝑡 , then the entire

lambda application is equivalent to the term 𝑡 . This is not correct because the e-class of the body

contains the term 𝑡 = 𝑥 + 1, and we cannot equate the whole lambda application to 𝑥 + 1, since 𝑥 is

“unmentionable” outside of the scope of the lambda.

The rule that we want is: if the lambda body is equal to a term 𝑡 , and that term 𝑡 does not
transitively mention 𝑥 , then the entire lambda application is equal to 𝑡 . Concretely, the e-class of

the lambda body would contain the terms {𝑥 + 1, 2 + 1, 3} when saturated. Under the above rule,

we would (correctly) equate the entire lambda application to the terms in {2 + 1, 3}.
However, this type of rule is hard to implement in existing equality saturation frameworks

because existing equality saturations frameworks like egg and egglog canonicalize the e-graph—the
body of the lambda application is not a set of terms, but instead an e-class. Furthermore, there is

no way to “cleave apart” an e-class to recover the terms that do not contain 𝑥 . Further research is

needed to discover how contextual equality saturation might support such an operation.
1

4 A SET-THEORETIC PERSPECTIVE
In this section we present ongoing work on a set-theoretic perspective on contextual equality

saturation. We aim to describe contextual equality saturation in an implementation-independent

manner and to suggest how a relational contextual equality saturation framework might practically

support contexts. We assume familiarity with lattices and equivalence relations; definitions for

lattices and equivalence relations can be found in the Definitions. We begin with a definition of

quotient sets, and we relate them to e-classes and a hierarchy of equivalence relations.

Definition 4.1. Let 𝐴 be a set, and let ∼ be an equivalence relation on 𝐴. The quotient set 𝐴/∼ is a

set of equivalence classes where two elements 𝑎, 𝑏 ∈ 𝐴 are in the same equivalence class iff 𝑎 ∼ 𝑏.

Example 4.2. Let Σ be a set of function symbols, and let 𝑅 = {𝑓 (𝑎, 𝑏, . . .) | 𝑓 , 𝑎, 𝑏 . . . ∈ Σ} be a set
of terms. For two terms 𝑎 and 𝑏, let 𝑎 ∼ 𝑏 iff 𝑎 and 𝑏 are equivalent terms. Then 𝑅/∼ is exactly the

set of e-classes of 𝑅 under ∼, and the quotient map 𝜋 : 𝑅 → 𝑅/∼ sends a term to its e-class (it is

exactly the find operation in egglog [12]).

1
We note that existing equality saturations can implement beta-reduction (as well as entire interpreters for a lambda

calculus) by using e-graph analyses to keep track of free and bound variables in an expression.
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We note that 𝑅/∼ is still not the “e-graph” stored by egglog because terms within an equivalence

class in 𝑅/∼ still refer to terms in 𝑅; that is, 𝑅/∼ is not canonicalized, so it may be exponen-

tially large. We define the canonicalized database (𝑅/∼)∗ as (𝑅/∼)∗ = {{𝑓 (𝜋 (𝑎), 𝜋 (𝑏), . . .), . . .} |
𝑓 (𝑎, 𝑏, . . .), . . . ∈ 𝑅/∼}; i.e. we replace references to subterms with references to the subterms’

equivalence classes. This shrinks the size of each equivalence class because terms in 𝑅/∼ that used

to reference equivalent but not identical subterms are merged in (𝑅/∼)∗.
Theorem 4.3. Let 𝐵+ denote the transitive closure of 𝐵. The set of equivalence relations on 𝐴 forms

a lattice, where 𝑆 ⊓𝑇 def
= 𝑆 ∩𝑇 and 𝑆 ⊔𝑇 def

= (𝑆 ∪𝑇 )+. Furthermore, ∼1 ≤ ∼2 iff ∼1 ⊆ ∼2.
Intuitively, the meet of two equivalence relations 𝑆 and 𝑇 is another equivalence relation 𝑈

where 𝑎 ∼ 𝑏 if 𝑎 is equivalent to 𝑏 under both 𝑆 and 𝑇 . The join of two equivalence relations 𝑆 and

𝑇 is another equivalence relation 𝑉 where 𝑎 ∼𝑉 𝑏 if 𝑎 is equivalent to 𝑏 by chaining together any
equivalences of 𝑆 or 𝑇 . (Transitive closure formally captures the notion of “chaining together.”)

Definition 4.4. Let 𝐴 be a set, let ∼𝐴 be the set of all equivalence relations on 𝐴, and let 𝐿 be

a lattice with an element called bottom, ⊥ ∈ 𝐿, satisfying ∀𝑙 ∈ 𝐿,⊥ ≤ 𝑙 . A context-annotated
equivalence relation is a mapping 𝜙 : 𝐿 → ∼𝐴 where 𝜙 preserves meet and join: i.e., for all 𝑎, 𝑏 ∈ 𝐿,
we have 𝜙 (𝑎 ⊓ 𝑏) = 𝜙 (𝑎) ⊓ 𝜙 (𝑏) and 𝜙 (𝑎 ⊔ 𝑏) = 𝜙 (𝑎) ⊔ 𝜙 (𝑏). 𝜙 is a lattice homomorphism; thus it

preseves order: 𝑙1 ≤ 𝑙2 =⇒ 𝜙 (𝑙1) ≤ 𝜙 (𝑙2).
Definition 4.4 suggests what structure contexts should have to be suitable for labels in contextual

equality saturation—they should have the property that as one learns more information, more,

not fewer, equalities become available. We associate with the base context, labeled ⊥, the fewest
equivalences 𝜙 (⊥)—these are the rewrites that are allowed in every context. As one traverses up

the context lattice, more information is learned, and more terms are equal.

In Section 3.1, our context lattice contained two elements: ⊥ represented a context where sort

order had to be preserved, so merge join and hash join were not equivalent. Underneath a sort

operator, however, we transition up the context lattice to a context 𝑠 where we no longer had to

preserve sort order. Thus, we verify that 𝜙 (⊥) ≤ 𝜙 (𝑠) (in fact, the equality is strict: 𝜙 (⊥) < 𝜙 (𝑠)).
Similarly, we (secretly) used the lattice structure of equivalence relations in Section 3.2. Under

each branch of the conditional, we transitioned up the lattice: in the then branch, we transitioned

from ⊥ to 𝑡 > ⊥, where 𝑎 > 𝑏 ≡ true. In the false branch, we transitioned up to 𝑓 > ⊥, where
¬(𝑎 > 𝑏) ≡ true. When we took the intersection of the terms for both branches of the ternary,

we applied meet (⊓) on the contextual equivalence relations for each branch, “updating” 𝜙 (⊥) ←
𝜙 ′ (⊥) = 𝜙 (⊥) ⊔ (𝜙 (𝑡) ⊓ 𝜙 (𝑓 )). Observe that adding equivalences present in both 𝜙 (𝑡) and 𝜙 (𝑓 )
into 𝜙 (⊥) does not violate the homomorphism order; see Definitions for a proof.

Lemma 4.5. Let 𝐴 be a set, and let ∼1 and ∼2 be two equivalence relations
on 𝐴 where ∼1 ≤ ∼2. Then we have (note 1 ⇐⇒ 2 =⇒ 3):

(1) The quotient map (which sends elements to their equivalence classes)
𝜋2 : 𝑅 → 𝑅/∼2 “factors through” the quotient map 𝜋1 : 𝑅 → 𝑅/∼1:
there is a map 𝑞 : 𝑅/∼1→ 𝑅/∼2 such that 𝜋2 = 𝑞 ◦ 𝜋1 See Fig. 3.

(2) The quotient set 𝐴/∼2 is “more coarse” than the quotient set 𝐴/∼1 in
the following sense: every equivalence class 𝑐 ∈ 𝐴/∼2 is a union of
one or more equivalence classes 𝐶 ⊆ 𝐴/∼1; that is, 𝑐 =

⋃
𝐶 .

(3) The coarser quotient set is smaller than the finer set: |𝐴/∼2 | ≤ |𝐴/∼1 |.

𝐴 𝐴/∼1

𝐴/∼2

𝜋1

𝜋2

𝑞

Fig. 3. 𝜋2 factors via
𝜋1 and 𝑞.

In Lemma 4.5, one can interpret ∼1 as some (possibly contextual) equivalence relation and ∼2 as
a coarser equivalence relation. Item (1) says that any database that stores a finer database of terms

𝑅/∼1 can always “recover” the coarser set of terms by applying 𝑞, which sends 𝑅/∼1→ 𝑅/∼2.
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As observed in both egglog [12] and colored e-graphs [9], it can be exponentially faster to

e-match on a canonicalized e-graph versus an uncanonicalized e-graph. The existence of 𝑞 suggests
that contextual equality saturation frameworks can trade off space for time: instead of storing a

canonicalized copy of the e-graph for every equivalence relation, databases can store e-graphs for

a lower-bound of contexts. When e-matching is requested on some context that is not explicitly

materialized, frameworks have two options: either they can e-match directly on the stored e-graphs,

incurring the cost of a join on the equivalence relation; or they can apply 𝑞 on-the-fly and e-match

on a canonicalized e-graph. If ∼2 adds many equivalences, then the framework will have to join on

many terms, so it is likely cheaper to apply 𝑞 up front to canonicalize (a copy of) the e-graph to the

requested equivalence. On the other hand, ∼2 adds very few equivalences, then a join might be

cheaper. This type of reasoning is the bread and butter of classical database management systems,

which can collect statistics to estimate the size of intermediate relations and aggregations [7].

Finally, we note that item (3) in Lemma 4.5 implies that the canonicalized database is not monotonic!
As more equivalences are added, the size of the canonicalized database can shrink. Relational logic

systems like Datalog rely on monotonicity to be efficient and correct. Thus, a relational equality

saturation framework that supports contexts needs to syntactically prevent users from observing the

non-monotonicity of the database. (egglog already achieves this for a single equivalence relation.)

5 CONCLUSION
We have provided an overview of existing approaches to contextual equality saturation, and shown

three problems that contextual equality saturation may be able to (partially) solve. Our early work

points towards a set-theoretic model for contextual equality saturation that lends itself to natural

system optimizations from the database literature.

In the future, we plan to further develop our set-theoretic model and extend it to the relational

setting. In addition, we aim to develop a syntax that lets users easily express context-sensitive

rewrites in a relational model and manipulate equivalences across contexts, but prevents them

from observing non-monotonicity (which is crucial for performance and correctness). Finally, we

aim to explore whether existing Datalog systems like egglog and Soufflé can be adapted to support

a hierarchy of equivalence relations.
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A DEFINITIONS
Definition A.1. A meet semilattice is an algebraic structure (𝑆,⊓) where ⊓ (pronounced meet, or

greatest lower bound) is a binary operator that is idempotent, commutative, and associative. Given

a join semilattice, we can define 𝑎 ≤ 𝑏 if 𝑎 ⊓ 𝑏 = 𝑎 [6].

Definition A.2. Dually, a join semilattice is an algebraic structure (𝑆,⊔) where ⊔ (pronounced

join, or least upper bound) is a binary operator that is idempotent, commutative, and associative.

Given a join semilattice, we can define 𝑎 ≥ 𝑏 if 𝑎 ⊔ 𝑏 = 𝑎 [6].

Definition A.3. A lattice is an algebraic structure (𝑆,⊓,⊔) where (𝑆,⊓) is a meet semilattice,

(𝑆,⊔) is a join semilattice, and ⊓ and ⊔ satisfy the absorption law 𝑎 ⊓ (𝑎 ⊔ 𝑏) = 𝑎 ⊔ (𝑎 ⊓ 𝑏) = 𝑎.

Example A.4. Let 𝑆 = Z, ⊓ = min, and ⊔ = max. Then (Z,min,max) is a lattice. For all 𝑎, 𝑏 ∈ Z:
(1) Both min and max are idempotent, associative, and commutative.

(2) The meet of 𝑎 and 𝑏 is min(𝑎, 𝑏), and if min(𝑎, 𝑏) = 𝑎 then 𝑎 ≤ 𝑏 (under the normal ordering).

(3) The join of 𝑎 and 𝑏 is max(𝑎, 𝑏), and if max(𝑎, 𝑏) = 𝑎 then 𝑎 ≥ 𝑏.

(4) min(𝑎,max(𝑎, 𝑏)) = 𝑎 = max(𝑎,min(𝑎, 𝑏)).

Definition A.5. A binary relation on a set 𝐴 is a subset 𝑅 of 𝐴 ×𝐴. For 𝑎, 𝑏 ∈ 𝐴, we write 𝑎 ∼ 𝑏 if

(𝑎, 𝑏) ∈ 𝑅. A binary relation is an equivalence relation if it is reflexive, symmetric, and transitive [3].

Lemma A.6. Let 𝜙 ′ (⊥) = 𝜙 (⊥) ⊔ (𝜙 (𝑡) ⊓ 𝜙 (𝑓 )). Then 𝜙 ′ (⊥) ≤ 𝜙 (𝑡) and 𝜙 ′ (⊥) ≤ 𝜙 (𝑓 ).

Proof. Without loss of generality, we prove the lemma for 𝑡 ; the proof for 𝑓 proceeds similarly.

We verify the equality 𝜙 ′ (⊥) ⊓ 𝜙 (𝑡) = 𝜙 ′ (⊥). Note that 𝜙 (𝐿) is a lattice on sets with ⊔ = ∪ and

⊓ = ∩, so it is a distributive lattice.

𝜙 ′ (⊥) ⊓ 𝜙 (𝑡) = (𝜙 (⊥) ⊔ (𝜙 (𝑡) ⊓ 𝜙 (𝑓 )) ⊓ 𝜙 (𝑡)
=
(
𝜙 (⊥) ⊓ 𝜙 (𝑡)

)
⊔
(
(𝜙 (𝑡) ⊓ 𝜙 (𝑓 )) ⊓ 𝜙 (𝑡)

)
(distribute)

= 𝜙 (⊥) ⊔ (𝜙 (𝑡) ⊓ 𝜙 (𝑓 ))
= 𝜙 ′ (⊥)

□
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